
CS 201, Summer 2015 — August 6th — Exam 3 Name:

Question 1. [8 points] What output is printed by the following code?

Stack<Integer> s = new Stack<Integer>();

s.push(3);

s.push(5);

s.push(7);

System.out.println(s.pop());

s.push(9);

System.out.println(s.pop());

System.out.println(s.pop());

Question 2. [8 points] What output is printed by the following code?

Queue<Integer> s = new LinkedList<Integer>();

s.add(3);

s.add(5);

s.add(7);

System.out.println(s.remove());

s.add(9);

System.out.println(s.remove());

System.out.println(s.remove());

Question 3. [8 points] Briefly explain (a) the bug in the following code, and (b) how to fix the
bug.

public static int sumIntCollection(Collection<Integer> c) {

int sum = 0;

for (int i = 0; i < c.size(); i++) {

sum += c.get(i);

}

return sum;

}



Question 4. [8 points] Complete the following method. It should return a list containing the
same elements as the list passed as the parameter, but in reversed order. Requirement: Use a
stack to reverse the elements of the original list.

Hints:

• Think about how a stack will help you reverse the elements of the original list
• Don’t modify the original list: create a new empty list (for example, and ArrayList), add

the reversed elements to it, and return it as the result of the method
• The method is generic, and the list elements have type E

public static<E> List<E> reverseList(List<E> orig) {

// Use this stack to help reverse the list

Stack<E> s = new Stack<E>();

Question 5. [8 points] What output is printed by the following code? Explain your answer briefly.

Set<String> set = new HashSet<String>();

set.add("A");

set.add("B");

set.add("C");

set.add("D");

set.add("A");

set.remove("B");

System.out.println(set.size());



Question 6. [8 points] Complete the following method. It takes two parameters: a map called
prices, and a list called order. The prices map associates names of items with prices (in cents).
The order list contains a list of items. The method should return the total price of the order, using
the map to look up the price of each item in the list.

Here is example code which shows the behavior of the method:

Map<String, Integer> examplePrices = new HashMap<String, Integer>();

examplePrices.put("apple", 80);

examplePrices.put("orange", 120);

examplePrices.put("lemon", 75);

examplePrices.put("persimmon", 200);

List<String> exampleOrder = Arrays.asList("apple", "apple", "orange", "lemon");

int exampleTotal = orderTotal(examplePrices, exampleOrder);

System.out.println(exampleTotal); // prints 355 (which is 80+80+120+75)

Hints:

• Use a loop to iterate over the elements of the order list
• You can assume that the prices map is guaranteed to have an entry for each element in the

order

public static int orderTotal(Map<String, Integer> prices, List<String> order) {



Question 7. [8 points] Complete the following method so that it returns the sum of the digits of
the integer n given as its parameter. You may assume that n is non-negative. For example:

• sumDigits(2) should evaluate to 2

• sumDigits(12) should evaluate to 3

• sumDigits(90125) should evaluate to 17

Important: Your implementation must be recursive. Do not use a loop.

Hint: Think of an appropriate base case.

Hint: For any non-negative integer n, n % 10 is the value of the rightmost digit, and n / 10 is an
integer containing all of the digits of n except for the rightmost digit.

public static int sumDigits(int n) {



Programming Questions

To get started, use a web browser to download the zipfile as specified by your instructor. Import
it as an Eclipse project using File → Import... → General → Existing Projects into Workspace →
Archive file.

Important: You may use the following resources:

• The textbook
• The lecture notes posted on the course web page
• Your previous labs and assignments

Do not open any other files, web pages, etc.

Question 8. [22 points] Complete the multiply method in the Q8 class. It takes two non-negative
integers a and b as parameters. It should recursively compute the product of a and b using only
the addition and subtraction operators (+ and -).

Hints/requirements:

• Multiplication is repeated addition
• Your implementation must be recursive: do not use a loop
• Your implementation may not use the multiplication operator (*)
• Idea: if a is 0, then the product is 0 (base case)
• Idea: if a is greater than 0, use a recursive call to solve a subproblem involving a smaller

value of a, and extend it to become a solution to the overall problem

Run Q8Test as a JUnit test to test your method. Make sure all of the tests pass.

Question 9. [22 points] . Complete the countUnique method in the Q9 class. The method takes
a collection of values of type E, where E is guaranteed to implement the Comparable interface. The
method should return a count of the unique values in the collection. In other words, if two values
are equal to each other, they should not be considered distinct from each other. For example, if a
list contains the strings "A", "B", "C", and "A", it should be considered to have 3 distinct values.

Hints:

• Use a set to keep track of the unique values (i.e., a TreeSet or HashSet)

Run Q9Test as a JUnit test to test your method. Make sure all of the tests pass.


